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Abstract. Adaptive visualization is a technology that can enhance the power of
program visualization. The idea of adaptive visualization is to adapt the level of
details in a visualization to the level of student knowledge about these
constructs. This paper presents an adaptive visualization system, WADEIn, that
was developed to explore visualization of expression execution during program
execution - a under-explored area in visualization research. WADEIn has been
designed as a component of our distributed Web-based adaptive educational
system KnowledgeTree, however it also can be used as a standalone
educational tool. The system has been pilot-tested in the context of a real
university course with 40 students and is available on the Web for public use.

1 Introduction

Program visualization is one of the most powerful educational tools in computer
science education. It can provide a clear visual metaphor for understanding
complicated concepts and uncover the dynamics of important processes that are
usually hidden from the student’s eye. Many papers and projects have been devoted to
visualization of program execution. Visualization has been explored in the context of
machine level languages [9], various high level languages [12; 13; 18], and
algorithms and data structures [1]. While several studies show the positive value of
visualization, some other studies have demonstrated that visualization is not a silver
bullet [10; 17]: often in the presence of a well-developed visualization the students
still fail to understand what is happening inside a program or an algorithm. In our past
research, we have explored several ways to improve the efficiency of visualization [3;
7]. One of the directions we have explored was adaptive visualization.

Adaptive visualization is based on an assumption that a student may have different
level of knowledge of different elements of a program or an algorithm that is being
visualized. For the case of a program, the student may know some high-level
language constructs or machine level language commands better than others. For the
case of algorithm animation the student may understand some steps of an algorithm
better than others. In this context, regular visualization that animates all constructs or
steps for each user with the same level of details may not be the best approach. For a
troublesome construct the level of detail may not be deep enough to for the student to



understand its behavior. At the same time, by showing a visualization of a well-
understood construct with unnecessary details, the visualization system distracts the
student and make it harder to focus on and thus comprehend the behavior of the
constructs that are still poorly understood by the student.

Adaptive visualization matches the level of details in visualization of each
construct or step to the level of student knowledge about it. The less the level of
understanding of a construct, the greater the level of details in visualization.
Naturally, with a demonstrated increase in student knowledge about specific
constructs, the level of visualization of those constructs should decrease. This
approach allows a student to focus attention on the least understood components
while still being able to understand the whole visualization. Our experimental
evaluation of several kinds of enhanced visualization in the context of program
debugging has confirmed our hypothesis that adaptive visualization can increase the
power of visualization [2].

Our current work continues our research on adaptive visualization in the slightly
different context of visualization of expression evaluation in C programming
language. For the students of our programming and data structure course based on C
language, the expression evaluation is one of the most difficult to understand parts.
They have problems with both understanding the order of operator execution in a C
expression and understanding the semantics of operators. To help the students, we
have developed a Web-based Adaptive Expression Interpreter (WADEIn, pronounced
as wade-in). WADEIn has been designed as a component of our distributed Web-
based adaptive educational system KnowledgeTree; however it also can be used as a
standalone educational tool. The system has been pilot-tested in the context of a real
university course with 40 students and is available on the Web for public use.
WADEIn and the technology of adaptive visualization used in it are the central topics
of this paper. The following sections present, in order: the user interface, the
architecture of WADEIn, and its use in two contexts: as a component of
KnowledgeTree and as a standalone tool. At the end we discuss our research
contribution and the plans of future work.

2 WADEIn: The User's View

The front-end of WADEIn is an expression interpreter that can work in either
exploration or evaluation mode. In exploration mode the user can observe the process
of evaluating a C expression step-by-step. An expression can be typed in or one can
be selected from a menu of suggested expressions. At the beginning of evaluation, the
system indicates the order in which various operations in the expression will be
performed (Fig. 1). After that, the system starts visualizing the execution of each
operation. The goal here is to show the results and the process of executing an
operator. To show the results, the system visualizes a "shrinking" copy of the original
expression and the values of all involved variables.

The execution of every operation is split in several sub-steps. At first, the system
highlights the operations to be executed and its operands on the "shrinking" copy of
the expression and re-writes it to the evaluation area field (gray rectangle in the



center of the window). Next, it shows the value of the expression (2 on Fig. 1). In
case of assignment and increment/decrement operations, WADEIn also shows the
new value of the variable involved (Fig. 1). On the next sub-step, it replaces the
whole highlighted operation in the "shrinking" copy with the calculated value. If a
variable has changed its value as a side effect of evaluation, it also changes the value
of the variable (Fig. 2). On this sub-step the system may use animation by "flying" the
numbers from the working field to their destinations in an expression or in the
variable area. Finally, the system removes all highlighting, "shrinks" the simplified
expression, and prepares for the next step.

Evaluation
area

Shrinking
copy

Fig. 1. The user starts working with an expression. Numbers in circles show the order of
calculation. The applet starts visualizing the execution of the first operation ++K (the current
value of variable K shown below is 1).

The level of detail in executing an operation depends on the user’s current level of
knowledge about it. For the minimal level of knowledge (1.0), the system will
perform all sub-steps and will show the animation in a slow motion. As the user
learns an operation increasingly better and his or her knowledge level improves from
1 to 5, the system degrades gracefully the level of detail in the visualization by
increasing the speed of animation and removing some sub-steps. For the maximal
level of knowledge (5.0) there will be no sub-steps and no animation - the operation
will be executed in one step.

To control the process of expression interpretation, the user has six buttons. First
and Last let the user move to the beginning or the end of expression execution;
Next_OP and Prev_OP let the user move in one step to the beginning of interpretation
of the next or previous operation; Next and Prev move the user one adaptive step
forward and backwards. Normally, the user would use only Next button (or simply hit



Return key). Other buttons can be used to watch the same operations and sub-steps
again and again forwards and backwards or to skip sub-steps or operations.

Fig. 2. The results of calculating an operation are "flying in" to replace the original operation
and operands in a working expression and the old value of the variable involved.

To show to the user the system's opinion about his or her knowledge, we use
progress indicator bars also known as a skillometer. This convenient interface feature
that makes the user model viewable for a student was introduced in Carnegie Mellon
cognitive tutors [16] and has been used since that in some other ITS [19]. One of our
assumptions is that even passive watching of the visual execution of various operators
contributes to student's knowledge about these operators. After visual execution of
every expression, the progress indicators are updated. A more reliable way to check
student knowledge and to update the student model is the evaluation mode. The
student’s work with an expression in evaluation mode starts with a request to indicate
the order of execution of the operations in the expression (Fig. 3). After that, the
system shows the correct of execution, and starts evaluating an expression (Fig. 4).
The process of evaluation is quite similar to the evaluation in an exploration mode
(the execution of every operation is adaptively visualized), but two aspects are
different. First, the students have no freedom in navigation through the solution. Only
two actions are possible - quit an exercise and move to the next operator (Fig. 4).
Second, if the student knowledge of the current operation is low, the system will not
calculate the result of the operation, but instead requests it from the user (Fig. 4). If
the user makes an error, the correct result is provided, so the calculation of the
expression will always be correct.



Fig. 3. At the beginning of executing an expression in the evaluation mode, the system requests
the user to mark the order in which the operators will be executed.

Fig. 4. In evaluation mode, the system requests the result of each operation from the user if his
or her level of knowledge about this operation is low.



3 The Implementation

Architecturally, WADEIn is a distributed client-server application written in Java. It
consists of a client-side applet and a servlet-based server side. The server side
maintains authentication and provides a top-level interface for the user. It also accepts
the information about the student progress from the applet, provides information
about the student to all components and hosts the student model updating interface.

The client and the server side maintain two-way communication, however, each
way is implemented differently. Server to client communication is maintained by
parameter passing. The interpreter applet is very flexible and can be controlled by
multiple parameters. The parameters define the mode of work (exploration,
evaluation, or both), the starting level of user knowledge, the order and subset of
operations visible on the progress indicator bar, the expressions that will be shown in
the menu of expressions to choose, and a few other things. This flexibility allows the
applet to be used in several contexts. In WADEIn systems the set of parameters are
generated by a presentation server. More exactly, the server generates the whole
HTML page that embeds the applet, including necessary parameters in the <applet>
tag. In particular, it uses parameters to pass the current level of student knowledge
about each operator. However, the requirement to use the interpreter applet with a
server seriously reduces the applicability of this applet in a real classroom. The
mechanism of parameters lets teachers who are interested to use the interpreter to
create a static embedding page to host the applet. The values of parameters on this
static page can be set to tune the applet to the needs of the class. In this context the
applet will be able to function without the server component (though the student
model will not be stored from session to session).

Client to server communication is essentially reporting the results of the student's
work back to the server. After the student completes the work with an expression, the
applet sends all information in the form of raw events to the user modeling server
(next section explains it in more details). The communication with the user modeling
server is implemented using a simple http-based protocol that is very similar to the
one we have used in our earlier distributed system PAT-InterBook [6].

4 The Student Modeling

The student modeling component of WADEIn was developed following our
centralized user modeling approach [4; 5]. One of the main ideas of this approach is
that an educational system is composed of several adaptive components that all use
the same central student model. The central student model assembles the information
about the student from multiple sources. The student model is formed on the basis of
the domain model that is a network of elementary knowledge elements. It stores an
evidence of student knowledge for each of these knowledge elements separately. In
our case, every C operator is an independent knowledge element. At the same time,
the central student model is not a classic overlay that "cooks" all evidences about
student knowledge of an element into a single number. In our central model the
information is stored in a relatively "raw" form that avoids information loss and



distinguishes different sources and events. This is important since the student model
is used by different adaptive components that have different needs. Processing a flow
of events into a classic vector overlay is usually done for the needs of one of the
components and may lose an information important for other components.

WADEIn uses two different sources that can produce four kinds of events for the
central student model. The main source is the interpreter applet that produces three
types of events. The first type is "the student has seen a visual execution of an
operator". The parameter for the event is the level of visualization. The second event
is "the student has performed an operation". The third is "the student has identified
the order of execution for an operator". The parameter for the latter two events is
correctness. These events are sent to the user modeling server after the completion of
every expression.

The second source of information is the student himself. The student model server
maintains an open student model [8] and provides an interface where the students can
self-evaluate their knowledge of every operator. All these events are stored
independently and can be retrieved by any client of the central student model.

As mentioned above, the interpreter applet itself uses a regular overlay model for
its own needs - the level of knowledge of each operator is modeled and visualized by
progress indicators as a real number from 1 to 5. This overlay model is obtained as a
projection of the central student model by applying a polynomial formula (1).

K = a1 Nuser + a2 Nseen + a3 Neval (1)

Here Nuser, is the user own evaluation, Nseen is the number of times the user have seen
an evaluation and Neval  is the number of times the user has done a correct evaluation.
For experimental purposes, weights a1-3 can be provided as applet parameters.

5 WADEIn as a Component of KnowledgeTree

WADEIn was designed to serve as one of the activity servers for our KnowledgeTree
learning portal. The KnowledgeTree portal allows a teacher to create a course support
Web site that can use course materials distributed among different servers. With
KnowledgeTree, a teacher is able to specify the objectives for every lecture and to
request relevant learning activities of different kinds from different activity servers.
At runtime the portal will retrieve relevant activities from different activity servers
according to the objectives of the lecture and student knowledge (Fig. 5). The kinds of
learning activities currently provided by WADEIn are a sets of expressions to be
evaluated in either exploration or evaluation mode. Each set is developed to practice
one or more operations.

Currently, KnowledgeTree/WADEIn does not support full-featured adaptive
sequencing, but it does support mastery learning [11]: the student can work with the
expressions until the target level of knowledge for the operations to be learned is
achieved. In the future we are planning to add full adaptive sequencing of expressions
to the WADEIn system - i.e., an ability to generate a small set of most appropriate
examples at any point of a student's work with the system. This will let us use the



system not only in conjunction with a course but also for self-guided Web-based
education.

Fig. 5. KnowledgeTree, a portal for accessing distributed Web-based course support material.
The window shows a view of a lecture with associated learning material. Different items are
usually served by different activity servers.

6 Conclusion

This paper presents WADEIn system that lets the students explore the process of
calculating the value of expressions in C language and evaluates the student
knowledge of various C operators. WADEIn uses adaptive visualization to let
students focus their attention on less understood C operators. The system is designed
to be a component of a large adaptive educational system based on centralized student
modeling. Currently we use WADEIn as a component of a learning portal
KnowledgeTree, however, the interpreter applet that is a core of the system could also
be used without any portal or server. The system was pilot-tested in a practical C
course and got very positive student feedback. Many students considered WADEIn as
the most useful tool among all tools that are currently connected to the
KnowledgeTree portal. Currently we are running a larger and more formal evaluation



of the system in an introductory programming class. Our plans are to provide
WADEIn as a free tool that could be used for teaching programming in many places.

In addition to the practical need, the work on WADEIn was stimulated by two
research goals. Our first goal is to develop an open architecture for adaptive
distributed educational systems. To achieve a progress in this direction, we need set
of diverse adaptive components that can be used to explore various aspects of the
architecture and evaluate different student modeling approaches. In this context, an
adaptive visualization system serves as one of the components.

Our second goal is to explore adaptive visualization as a way to increase the
educational value of program visualization. It has been shown in several experiments
[10; 17] that the educational effect of observing visualization is unexpectedly low.
Different approaches to make visualization work have been suggested [3; 14; 15].
Adaptive visualization is one of these approaches. Our earlier experiments show
promising results [3] and we want to continue this direction of work. Along this
direction we plan a series of experiments with WADEIn to evaluate different aspects
of adaptive visualization.
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